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Цель работы – изучение алгоритмов обхода графов и алгоритмов поиска остова минимального веса.

1. Дополнить разработанный в лабораторной работе №1 класс следующими методами:

* определение висячих вершин, определение изолированных вершин;
* определение в орграфе истоков и стоков;
* определение расстояния между двумя вершинами;
* определение эксцентриситета вершины – максимального расстояния от нее до всех остальных вершин;
* определение диаметра графа – максимального эксцентриситета;
* определение радиуса графа – минимального эксцентриситета;
* определение центров графа – вершин с минимальным эксцентриситетом;
* определение периферийных вершин – вершин с = .

1. Реализовать в классе методы построения остова: поиск в ширину и поиск в глубину.
2. Реализовать алгоритм поиска остова минимального веса (Прима или Краскала в зависимости от варианта).

*Задание 1*. Для графа, полученного в последнем задании лабораторной работы №1, определить:

а) висячие и изолированные вершины;

б) радиус и диаметр графа;

в) центры и периферийные вершины.

Если в последнем задании лабораторной работы №1 граф построить не удалось, то подкорректировать исходные графы так, чтобы операции над ними можно было выполнить. Сделанные изменения указать в отчете.

*Задание 2*. Для графа *G*4, полученного в лабораторной работе №1, построить остов. Четные варианты – методом обхода в ширину, нечетные варианты – методом обхода в глубину.

*Задание 3*. Найти остов минимального веса для взвешенного графа *G*5, заданного матрицей весов (выглядит как матрица смежности, только вместо 1 стоят веса; 0 – ребра нет). Вывести результат в виде матрицы смежности, указать общий вес полученного остова. Четные варианты решают задачу методом Прима, нечетные – методом Краскала.
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1. **Ход работы**
   1. **Работа с графов, полученном из лабораторной работы 1**

Сам граф выглядит следующим образом:
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Висячие и изолированные вершины отсутствуют:
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Для нахождения радиуса, диаметра, центров, периферийных вершин был использован алгоритм Дейкстры поиска минимальных путей.

Радиус и диаметры:
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Центры и периферийные вершины:
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* 1. **Построение остава методом поиска в глубину**
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* 1. **Нахождение остова минимального веса методом Крускала**
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Результат в виде матрицы смежности:

**![](data:image/png;base64,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)**

1. **Контрольные вопросы**
   1. Как можно определить расстояние между двумя вершинами в невзвешенном графе?

* Обход в ширину
* Алгоритм Дейкстры
  1. Какие задачи можно решить методом поиска в глубину, а какие задачи – методом поиска в ширину?

В глубину: Поиск лексикографически первого пути в графе, проверка графа на ацикличность и нахождение цикла, поиск мостов.

В ширину: Поиск кратчайшего пути в невзвешенном графе; Поиск компонент связности в графе за O(n+m).

* 1. Нет, этот остов уникален. Докажем от противного: пусть существуют остовы минимального веса *T1* и *T2* (*T1 ≠ T2*). Пусть . Тогда при добавлении ребра *e* в *T2* получим цикл, следовательно, существует хотя бы одно ребро . Т.к. мы выбирали *e* такое, что его вес минимальный, то дерево имеет меньший вес, чем *T2*. Получили противоречие, следовательно, *T2* не может быть остовом минимального веса.

1. **Приложение**

**int \* Graph::get\_leaf\_vertices(int \* count)**

**{**

**int \* arr = NULL;**

**int cnt = 0;**

**for (int i = 0; i < vertices; i++)**

**{**

**int \* deg = (int \*)malloc(2 \* sizeof(int));**

**get\_v\_degree(i, deg);**

**if (deg[0] == 1){**

**arr = (int \*)realloc((void \*)arr, (\*count + 1) \* sizeof(int));**

**arr[cnt++] = i;**

**}**

**}**

**\*count = cnt;**

**return arr;**

**}**

**int \* Graph::get\_isolated\_vertices(int \* count)**

**{**

**int \* arr = NULL;**

**int cnt = 0;**

**for (int i = 0; i < vertices; i++)**

**{**

**int \* deg = (int \*)malloc(2 \* sizeof(int));**

**get\_v\_degree(i, deg);**

**if (deg[0] == 0){**

**arr = (int \*)realloc((void \*)arr, (\*count + 1) \* sizeof(int));**

**arr[cnt++] = i;**

**}**

**}**

**\*count = cnt;**

**return arr;**

**}**

**int \*\* Graph::get\_ecc\_matrix()**

**{**

**int \*\*ecc\_matrix = (int \*\*)malloc(vertices \* sizeof(int \*));**

**for (int i = 0; i < vertices; i++) ecc\_matrix[i] = (int \*)malloc(vertices \* sizeof(int));**

**for (int i = 0; i < vertices; i++)**

**{**

**int \* ecc = dijkstra(i);**

**for (int j = 0; j < vertices; j++) ecc\_matrix[i][j] = ecc[j];**

**}**

**return ecc\_matrix;**

**}**

**int Graph::minDistance(int \* dist, bool \* sptSet)**

**{**

**// Initialize min value**

**int min = INT\_MAX, min\_index;**

**for (int v = 0; v < vertices; v++)**

**if (sptSet[v] == false && dist[v] <= min)**

**min = dist[v], min\_index = v;**

**return min\_index;**

**}**

**int \* Graph::dijkstra(int src)**

**{**

**// Funtion that implements Dijkstra's single source shortest path algorithm**

**// for a graph represented using adjacency matrix representation**

**int v = vertices;**

**int \*\* graph = (int \*\*)malloc(vertices \* sizeof(int\*));**

**for (int i = 0; i < vertices; i++) graph[i] = (int \*)malloc(vertices \* sizeof(int));**

**for (int i = 0; i < v; i++) for (int j = 0; j < v; j++) graph[i][j] = (adjacency\_matrix[i][j] && i != j) ? 1 : 0;**

**int \* dist = (int \*)malloc(vertices \* sizeof(int)); // The output array. dist[i] will hold the shortest**

**// distance from src to i**

**bool \* sptSet = (bool \*)malloc(vertices \* sizeof(bool)); // sptSet[i] will true if vertex i is included in shortest**

**// path tree or shortest distance from src to i is finalized**

**// Initialize all distances as INFINITE and stpSet[] as false**

**for (int i = 0; i < vertices; i++)**

**dist[i] = INT\_MAX, sptSet[i] = false;**

**// Distance of source vertex from itself is always 0**

**dist[src] = 0;**

**// Find shortest path for all vertices**

**for (int count = 0; count < vertices - 1; count++)**

**{**

**// Pick the minimum distance vertex from the set of vertices not**

**// yet processed. u is always equal to src in first iteration.**

**int u = minDistance(dist, sptSet);**

**// Mark the picked vertex as processed**

**sptSet[u] = true;**

**// Update dist value of the adjacent vertices of the picked vertex.**

**for (int v = 0; v < vertices; v++)**

**// Update dist[v] only if is not in sptSet, there is an edge from**

**// u to v, and total weight of path from src to v through u is**

**// smaller than current value of dist[v]**

**if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX**

**&& dist[u] + graph[u][v] < dist[v])**

**dist[v] = dist[u] + graph[u][v];**

**}**

**return dist;**

**}**

**int \* Graph::get\_max\_ecc\_for\_every\_vortex(int \*\* ecc\_matrix)**

**{**

**int \* eccs = (int \*)calloc(vertices , sizeof(int));**

**for (int i = 0; i < vertices; i++)**

**{**

**for (int j = 0; j < vertices; j++)**

**{**

**if (ecc\_matrix[i][j] > eccs[i]) eccs[i] = ecc\_matrix[i][j];**

**}**

**}**

**return eccs;**

**}**

**int Graph::get\_radius()**

**{**

**int \*\* ecc\_matrix = get\_ecc\_matrix();**

**int \* eccs = get\_max\_ecc\_for\_every\_vortex(ecc\_matrix);**

**int rad = INT\_MAX;**

**for (int i = 1; i < vertices; i++) if (rad > eccs[i] && i > 0) rad = eccs[i];**

**return rad;**

**}**

**int Graph::get\_diameter()**

**{**

**int \*\* ecc\_matrix = get\_ecc\_matrix();**

**int \* eccs = get\_max\_ecc\_for\_every\_vortex(ecc\_matrix);**

**int dia = 0;**

**for (int i = 1; i < vertices; i++) if (dia < eccs[i]) dia = eccs[i];**

**return dia;**

**}**

**int \* Graph::get\_vertices\_by\_ecc(int \*count, int ecc)**

**{**

**int \*\* ecc\_matrix = get\_ecc\_matrix();**

**int \* eccs = get\_max\_ecc\_for\_every\_vortex(ecc\_matrix);**

**int cnt = 0;**

**int \* arr = NULL;**

**for (int i = 0; i < vertices; i++)**

**{**

**if (eccs[i] == ecc)**

**{**

**arr = (int \*)realloc((void \*)arr, (cnt + 1) \* sizeof(int));**

**arr[cnt++] = i;**

**}**

**}**

**\*count = cnt;**

**return arr;**

**}**

**int \* Graph::get\_centers(int \* count)**

**{**

**int rad = get\_radius();**

**return get\_vertices\_by\_ecc(count, rad);**

**}**

**int \* Graph::get\_peripherals(int \* count)**

**{**

**int dia = get\_diameter();**

**return get\_vertices\_by\_ecc(count, dia);**

**}**

**void Graph::dfs(Graph \* G)**

**{**

**vertices = G->vertices;**

**int \*\* spanning\_tree = (int \*\*)malloc(vertices \* sizeof(int \*));**

**for (int i = 0; i < vertices; i++) spanning\_tree[i] = (int \*)calloc(vertices, sizeof(int));**

**bool \* broed = (bool \*)malloc(vertices \* sizeof(bool));**

**bool \* visited = (bool \*)malloc(vertices \* sizeof(bool));**

**for (int i = 0; i < vertices; i++) broed[i] = visited[i] = false;**

**for (int i = 0; i < vertices; i++) if (visited[i] == false) dfs\_works(i, broed, visited, spanning\_tree, G);**

**reinit\_adj\_matrix();**

**for (int i = 0; i < vertices; i++) for (int j = 0; j < vertices; j++) adjacency\_matrix[i][j] = spanning\_tree[i][j];**

**converting\_from\_am();**

**}**

**void Graph::dfs\_works(int work, bool \* broed, bool \* visited, int \*\* spanning\_tree, Graph \* G)**

**{**

**visited[work] = true;**

**for (int i = 0; i < vertices; i++)**

**{**

**if (G->adjacency\_matrix[work][i] && visited[i] == false)**

**{**

**spanning\_tree[work][i] = spanning\_tree[i][work] = 1;**

**//broed[work] = broed[i] = true;**

**dfs\_works(i, broed, visited, spanning\_tree, G);**

**}**

**}**

**}**

**void Graph::read\_weight\_matrix(std::string \* str)**

**{**

**clear\_all();**

**vertices = calculate\_vertices(str);**

**init\_weight\_matrix();**

**is\_weight\_graph = true;**

**std::ifstream fin(str->c\_str());**

**for (int i = 0; i < vertices; i++)**

**{**

**for (int j = 0; j < vertices; j++)**

**{**

**fin >> weight\_matrix[i][j];**

**if (i > j && (weight\_matrix[i][j] != weight\_matrix[j][i])) is\_orgraph = true;**

**}**

**}**

**fin.close();**

**init\_adj\_matrix();**

**clear\_adj\_matrix();**

**convert\_weight\_into\_adj();**

**calculate\_edges();**

**init\_inc\_matrix();**

**convert\_adj\_into\_inc();**

**init\_adj\_list();**

**fill\_adjacency\_list();**

**}**

**void Graph::init\_weight\_matrix()**

**{**

**weight\_matrix = (int \*\*)malloc(vertices \* sizeof(int \*));**

**for (int i = 0; i < vertices; i++) weight\_matrix[i] = (int \*)malloc(vertices \* sizeof(int));**

**wm\_v = vertices;**

**}**

**void Graph::convert\_weight\_into\_adj()**

**{**

**for (int i = 0; i < vertices; i++)**

**{**

**for (int j = 0; j < vertices; j++)**

**{**

**if (weight\_matrix[i][j]) adjacency\_matrix[i][j] = 1;**

**}**

**}**

**}**

**void Graph::print\_weight\_matrix()**

**{**

**for (int i = 0; i < vertices; i++)**

**{**

**//printf("%d\t|", names[i]);**

**for (int j = 0; j < vertices; j++)**

**{**

**printf("%d ", weight\_matrix[i][j]);**

**}**

**printf("\n");**

**}**

**}**

**void Graph::sort\_edges(struct edge \* edges, int size)**

**{**

**int i, j;**

**int \_v1, \_v2, \_weight;**

**for (i = 1; i < size; i++)**

**{**

**\_v1 = edges[i].v1;**

**\_v2 = edges[i].v2;**

**\_weight = edges[i].weight;**

**for (j = i - 1; j >= 0; j--)**

**{**

**if (edges[j].weight < \_weight)**

**break;**

**edges[j + 1].v1 = edges[j].v1;**

**edges[j].v1 = \_v1;**

**edges[j + 1].v2 = edges[j].v2;**

**edges[j].v2 = \_v2;**

**edges[j + 1].weight = edges[j].weight;**

**edges[j].weight = \_weight;**

**}**

**}**

**}**

**int Graph::get\_comp\_numb(int work, int \*\* connectivity, int total\_comps, int \* items\_in\_comp)**

**{**

**for (int i = 0; i < total\_comps; i++)**

**{**

**for (int j = 0; j < items\_in\_comp[i]; j++)**

**{**

**if (connectivity[i][j] == work) return i;**

**}**

**}**

**return -1;**

**}**

**void Graph::kruskal(Graph \* G)**

**{**

**vertices = G->vertices;**

**int \*\* min\_weight\_matrix = (int \*\*)malloc(vertices \* sizeof(int \*));**

**for (int i = 0; i < vertices; i++) min\_weight\_matrix[i] = (int \*)calloc(vertices, sizeof(int));**

**struct edge \* edges = NULL;**

**int count = 0;**

**for (int i = 0; i < vertices; i++)**

**{**

**for (int j = i + 1; j < vertices; j++)**

**{**

**int \_weight = G->weight\_matrix[i][j];**

**if (\_weight)**

**{**

**edges = (struct edge \*)realloc((void \*)edges, (count + 1) \* sizeof(struct edge));**

**edges[count].v1 = i;**

**edges[count].v2 = j;**

**edges[count].weight = \_weight;**

**count++;**

**}**

**}**

**}**

**sort\_edges(edges, count);**

**int \*\* сonnectivity = NULL; // компоненты связности**

**int total\_comps = 0;**

**int \* items\_in\_comp = NULL;**

**for (int i = 0; i < count; i++) // 'i' is for 'edges'**

**{**

**int \_v1 = edges[i].v1;**

**int \_v2 = edges[i].v2;**

**int \_w = edges[i].weight;**

**int camp\_1 = get\_comp\_numb(edges[i].v1, сonnectivity, total\_comps, items\_in\_comp);**

**int camp\_2 = get\_comp\_numb(edges[i].v2, сonnectivity, total\_comps, items\_in\_comp);**

**if (camp\_1 == camp\_2)**

**{**

**if (camp\_1 == -1)**

**{**

**сonnectivity = (int \*\*)realloc((void \*)сonnectivity, (total\_comps + 1) \* sizeof(int \*));**

**items\_in\_comp = (int \*)realloc((void \*)items\_in\_comp, (total\_comps + 1) \* sizeof(int));**

**items\_in\_comp[total\_comps] = 2;**

**сonnectivity[total\_comps] = (int \*)malloc(2 \* sizeof(int));**

**сonnectivity[total\_comps][0] = \_v1;**

**сonnectivity[total\_comps][1] = \_v2;**

**total\_comps++;**

**min\_weight\_matrix[\_v1][\_v2] = min\_weight\_matrix[\_v2][\_v1] = \_w;**

**}**

**else continue;**

**}**

**else if (camp\_1 != -1 && camp\_2 != -1)**

**{**

**for (int k = 0; k < items\_in\_comp[camp\_1]; k++)**

**{**

**сonnectivity[camp\_2] = (int \*)realloc((void \*)сonnectivity[camp\_2], (items\_in\_comp[camp\_2] + 1) \* sizeof(int));**

**сonnectivity[camp\_2][items\_in\_comp[camp\_2]++] = сonnectivity[camp\_1][k];**

**}**

**free(сonnectivity[camp\_1]);**

**сonnectivity[camp\_1] = сonnectivity[--total\_comps];**

**items\_in\_comp[camp\_1] = items\_in\_comp[total\_comps];**

**сonnectivity = (int \*\*)realloc((void \*)сonnectivity, (total\_comps) \* sizeof(int\*));**

**items\_in\_comp = (int \*)realloc((void \*)items\_in\_comp, (total\_comps) \* sizeof(int));**

**min\_weight\_matrix[\_v1][\_v2] = min\_weight\_matrix[\_v2][\_v1] = \_w;**

**}**

**else if (camp\_1 == -1)**

**{**

**сonnectivity[camp\_2] = (int \*)realloc((void \*)сonnectivity[camp\_2], (items\_in\_comp[camp\_2] + 1) \* sizeof(int));**

**сonnectivity[camp\_2][items\_in\_comp[camp\_2]++] = \_v1;**

**min\_weight\_matrix[\_v1][\_v2] = min\_weight\_matrix[\_v2][\_v1] = \_w;**

**}**

**else**

**{**

**сonnectivity[camp\_1] = (int \*)realloc((void \*)сonnectivity[camp\_1], (items\_in\_comp[camp\_1] + 1) \* sizeof(int));**

**сonnectivity[camp\_1][items\_in\_comp[camp\_1]++] = \_v2;**

**min\_weight\_matrix[\_v1][\_v2] = min\_weight\_matrix[\_v2][\_v1] = \_w;**

**}**

**if (items\_in\_comp[0] == vertices) break;**

**}**

**for (int i = 0; i < vertices; i++)**

**{**

**for (int j = 0; j < vertices; j++)**

**{**

**weight\_matrix[i][j] = min\_weight\_matrix[i][j];**

**}**

**}**

**converting\_from\_wm();**

**}**

**void Graph::converting\_from\_wm()**

**{**

**reinit\_adj\_matrix();**

**clear\_adj\_matrix();**

**convert\_weight\_into\_adj();**

**calculate\_edges();**

**reinit\_inc\_matrix();**

**convert\_adj\_into\_inc();**

**//print\_incidence\_matrix();**

**reinit\_adj\_list();**

**fill\_adjacency\_list();**

**}**